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ABSTRACT 
 

The field of serverless computing has had significant growth and recognition in the past decade. 
This emerging area has garnered attention because to its notable impact on cost reduction, latency 
reduction, scalability improvement, and elimination of server-side management, among other 
benefits. Nevertheless, there is still a dearth of comprehensive study that would facilitate 
developers and academics in gaining a more profound comprehension of the importance of 
serverless computing in many scenarios. Therefore, it is imperative to provide scholarly study data 
that has been published within this particular field. This study conducted a comprehensive analysis 
of 275 scholarly articles retrieved from reputable literature sources, with the aim of extracting 
valuable insights pertaining to serverless computing. Subsequently, the acquired data underwent 
analysis in order to address many study inquiries pertaining to the contemporary advancements in 
serverless computing, encompassing its fundamental principles, available platforms, and patterns 
of utilization, among other relevant aspects. In addition, we analyze the current obstacles 
confronting serverless computing and explore potential avenues for future research to facilitate its 
deployment and utilization. 

 

 
Keywords: Serverless; computing; serverside management; virtualization; cloud. 

Review Article 



 
 
 
 

Cinar; Asian J. Res. Com. Sci., vol. 16, no. 4, pp. 194-210, 2023; Article no.AJRCOS.107654 
 
 

 
195 

 

1. INTRODUCTION 
 

The utilization of virtualization technology has 
been crucial in facilitating the widespread 
acceptance and accomplishments of cloud 
computing [1, 2]. Cloud providers enabled the 
concurrent sharing of resources with multiple 
users by encapsulating their monolithic 
applications within virtual machines (VMs). This 
approach ensured robust isolation assurances 
while affording users seemingly limitless 
resources that were promptly accessible 
whenever their applications required them [3]. 
The aforementioned characteristics, in 
conjunction with a pay-per-use economic model 
that has resulted in decreased total cost of 
ownership for cloud consumers, have positioned 
cloud computing as the most prosperous 
computing paradigm of the previous decade [4]. 
Nevertheless, this achievement was not without 
its disadvantages, with the primary downside 
being the requirement for users to personally 
oversee the virtual machines (VMs) [5, 6]. 
 
The aforementioned matter has prompted the 
observation of novel programming models that 
have significantly altered the methodologies 
employed by software developers in the creation 
and administration of cloud-based services [7, 8]. 
A programming approach that is often used 
involves the decomposition of an application into 
numerous components, referred to as 
microservices [9, 10]. These microservices are 
autonomous, have limited scope, and are loosely 
connected. They are able to communicate with 
each other via standard APIs. Regrettably, the 
inefficiency of virtual machines (VMs) in terms of 
prolonged startup time and substantial resource 
consumption has been demonstrated in their 
application for executing microservices [11, 12]. 
Consequently, other container technologies, 
such as Docker, were proposed as a more 
lightweight alternative [13, 14]. Containers have 
several advantages over virtual machines (VMs) 
in terms of enhanced portability, reduced start-up 
time, and improved resource usage [15, 16]. 
These benefits contribute to the streamlining of 
the development and administration processes 
for large-scale applications deployed in cloud 
environments. The aforementioned benefits have 
prompted cloud providers to embrace container 
technologies and integrate them with 
orchestration systems such as Kubernetes or 
Docker Swarm [17, 18]. This integration enables 
the seamless automation of deploying, scaling, 
and managing cloud-based applications that are 
built on microservices. Nevertheless, akin to the 

utilization of virtual machines (VMs), the 
microservices paradigm necessitates users to 
undertake the configuration and administration of 
the underlying containers, encompassing 
associated libraries and software dependencies 
[19, 20]. Furthermore, it relies on a static billing 
model, wherein users are charged a 
predetermined amount for the allocated 
resources, irrespective of the actual resources 
consumed. The aforementioned problems make 
microservices inappropriate for some categories 
of applications [21]. 
 
The concept of serverless computing is gaining 
prominence as a novel computing paradigm for 
the deployment of applications within cloud 
environments [22, 23]. The current iteration 
possesses two significant advantages in 
comparison to its previous versions. Primarily 
cloud computing enables software developers to 
delegate infrastructure maintenance and 
operational responsibilities to cloud providers so 
enabling them to concentrate exclusively on the 
core business logic of their programs [24]. 
Additionally, the platform operates on a pay-per-
use framework, wherein users are solely billed in 
accordance with the amount of resources they 
utilize [25]. At now, serverless computing is 
available in two distinct variations, namely 
backend as a service (BaaS) and function as a 
service (FaaS) [26]. The fundamental concept 
underlying Backend as a Service (BaaS) is to 
offer software developers a range of services 
and tools, such as databases, APIs, file storage, 
and push notifications, with the aim of facilitating 
and expediting the process of developing mobile 
and online apps [27, 28]. Function-as-a-Service 
(FaaS) primarily centers around enabling 
software developers to deploy and run their own 
functions on cloud infrastructure [29, 30]. It is 
important to note that these functions can also 
leverage supplementary services, similar to 
those provided in Backend-as-a-Service (BaaS) 
offerings. Currently, Function as a Service 
(FaaS) is widely recognized as the prevailing 
serverless paradigm. Throughout the remainder 
of this essay, the term "serverless" will be 
employed as a reference to Function as a 
Service (FaaS) [31, 32]. 
 
Serverless computing is becoming increasingly 
popular in the business as an appealing 
approach for deploying applications and services 
in the cloud, mostly due to its simplicity and 
economic benefits [33, 34]. Cloud service 
providers, such as Amazon, Microsoft, Google, 
IBM, and Alibaba, have already been providing 
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serverless computing services to its clientele. 
Likewise, other corporations, including Netflix, T-
Mobile, and Realtor, are currently experiencing 
the advantages of serverless computing [35]. 
Based on recent industry surveys, it is projected 
that the serverless computing market would 
experience a compound annual growth rate 
(CAGR) of 26% from 2020 to 2029 [36]. 
Nevertheless, as the frequency and variety of 
assaults targeting cloud systems continue to rise, 
it becomes evident that ensuring security and 
preserving privacy will play a crucial role. Failure 
to adequately address these concerns has the 
potential to impede the general acceptance and 
implementation of serverless computing [37-39]. 
 

1.1 What is Serverless Security? 
 

Serverless security refers to a protective layer 
that is specifically designed to safeguard code 
functionalities. The technology is implemented 
directly into the apps, allowing developers to 
impose compliance measures in order to 
increase the security posture. However, in order 
to comprehend its importance, it is necessary to 
take a moment to delve into the concept of 
serverless architecture [40, 41]. 
 

1.2 Serverless Architecture 
 
Serverless architecture refers to a software 
development methodology in which the design 
and execution of an application are conducted 

without the need for concern for the underlying 
infrastructure. The responsibilities of your team 
will be limited to the tasks of writing and 
executing the code, while the cloud provider will 
play a facilitating role in managing the 
application's servers. During the initial stages of 
software development, the deployment of 
programs involved the utilization of bare metal 
servers, which were overseen by system 
administrators. The resource allocation for the 
project was limited, resulting in significant costs. 
Nevertheless, advancements in cloud computing, 
virtual machines, and containerized applications 
have facilitated the development of applications 
with enhanced flexibility, simplicity, and efficiency 
[42, 43]. Serverless computing might be likened 
to the subsequent installment within a series of 
films. The primary objective of servers is to 
enable and enhance the communication and 
collaboration between users and various 
applications. Despite being necessary, servers 
introduce a significant level of complexity, need 
more IT operations management, and incur 
expenses. In contrast, the implementation of a 
serverless architecture allows developers to 
prioritize the development of high-quality code 
rather than dedicating resources to server 
maintenance, backup creation, and security 
measures. The cost-effectiveness of this 
approach lies in the fact that users are only 
charged for the specific services they utilize, and 
these services are only utilized during the 
operation of the program [44, 45].  

 

 
 

Fig. 1. Serverless architecture 
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A serverless architecture, such as Function as a 
Service (FaaS), enables the development of 
code in the form of discrete functions that 
execute in response to specific events [46]. 
However, it should be noted that the transfer of 
security responsibilities to the cloud service 
provider is advantageous. The utilization of 
serverless architecture facilitates the automation 
of workflow processes, resulting in several 
advantages such as enhanced scalability, 
expedited application delivery, and decreased 
development expenditures [47, 48]. 

 
1.3 What are the Benefits of Serverless 

Architecture? 

 
The serverless architecture is a methodology that 
operates on events rather than streams, hence 
enhancing its resilience to faults. When a failure 
occurs in the program, it has a localized effect on 
the single event rather than affecting the entire 
log [49, 50]. There exist five additional 
advantages associated with the utilization of 
serverless architecture. By engaging in the 
practice of outsourcing server and database 
management, organizations can effectively 
decrease the financial burden associated with 
employing human resources to oversee 
infrastructure and computing space [51, 52]. By 
entrusting the cloud provider with the security 
control of your infrastructure, you effectively 
implement measures such as runtime security, 
key and secrets management, and automated 
patching, in accordance with established best 
practices [53, 54]. With the implementation of 
security safeguards by providers such as Azure, 
AWS, and Google Cloud, the application code is 
encompassed by fundamental policies [55]. 
Application containers are rendered less 
vulnerable to attacks due to their termination 
upon cessation of active operation [56, 57]. The 
absence of a state creates an inherent security 
stance. The utilization of serverless              
architecture enables the decomposition of 
applications into smaller modules, facilitating 
efficient tracking and monitoring of serverless 
applications. The provision of IAM (Identity and 
Access Management) for each individual  
function confers enhanced security measures 
[58, 59]. 

 
2. WHAT ARE THE CHALLENGES OF 

SERVERLESS ARCHITECTURE? 
 
It’s not all rosy with serverless computing and it 
has some challenges too. 

2.1 Security Misconfigurations 
 

Cloud service providers offer a variety of security 
measures and settings; nonetheless, it is 
imperative to ensure their proper configuration. 
Omitting or misconfiguring any element in a 
given context can potentially result in a risk [60, 
61]. 
 

2.2 Improper Permission Privileges 
 

One potential drawback associated with granting 
individual access to numerous operations is the 
possibility of inadvertently providing a user with 
excessive rights beyond what is actually 
required. It is imperative to consistently employ 
the practice of implementing the least privilege or 
zero level permits in order to effectively mitigate 
the potential for attacks [62]. 
 

2.3 Event-Data Injections 
 
It is possible for untrusted inputs to be injected 
into the functions whenever an event is triggered. 
As a result, you need to thoroughly evaluate 
each event source to check for unauthorized 
data injections [63, 64].   
 

2.4 Verbose Error Messages 
 

By ignoring verbose error signals such as "out of 
memory," "null pointer," and a multitude of other 
failures, as well as improperly handling 
exceptions, hackers can find a weakness in the 
system that they can exploit and use to launch 
an attack [65, 66]. 
 

2.5 Third-Party Vulnerabilities 
 

The burden of protecting the application will need 
to be shared between the cloud providers and 
the developers in order to combat the 
vulnerabilities that come with database services, 
backend cloud services, configurations that are 
related with the application, and so on [67]. 
 

2.6 Serverless Best Practices for any 
Cloud 

 

The characteristics of a serverless architecture 
that contribute to its allure are also the 
characteristics that make it less secure. For 
instance, while the numerous functionalities of 
apps make it possible to implement fine-grained 
security policies, this also means that the number 
of entry points that might be targeted by 
attackers is increased. Implementing the best 
practices for serverless security is necessary in 
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order to protect your application from being 
attacked [68, 69]. 
 
Through the use of layered access control and 
authentication, you can protect against 
unauthorized application access. Your cloud 
provider will present you with a variety of options 
to choose from in order to mitigate the danger 
posed by faulty authentication. OAuth, SAML, 
and OpenID Contact are some of the tools that 
are available. You can create and implement a 
password difficulty system that is tailored to your 
organization's development culture in conjunction 
with a multi-factor authentication system [70, 71]. 
 
It is essential to have effective monitoring and 
recording of user access and the runtime of your 
functions in order to reduce your vulnerability to 
security assaults. Even while the capabilities of 
observability and monitoring are provided by your 
cloud provider, it is still a good idea to invest in a 
third-party solution that provides you with 
monitoring-specific features that make the 
experience more natural [72]. 
 
Implement the principle of "least privileged 
access" by establishing a strict permission policy 
and delegating one-of-a-kind roles to each 
individual function. Developers have a tendency 
to over-privilege, which results in a security flaw 
that attackers love to take advantage of. This is 
because the chore of giving authorization access 
to every function is a challenging one. Your 
development and security teams should meet 
face to face and have a conversation about the 
goals of each function and the precautions they 
need to take to ensure its safety. This is the best 
practice [73-76]. 
 
Implementing the appropriate policies for code 
analysis will allow you to maintain control over 
your functions and ensure that you will not 
deploy any code that has bugs. Because hostile 
actors are more likely to target personnel than 
application code, it is vital to build security 
controls that check that every function that is 
pushed through to the continuous integration and 
continuous delivery pipeline is clean and does 
not contain any dangerous elements [77, 78].  
 
Set a ticking clock for each of your functions so 
that they are stopped as soon as the 
corresponding task is complete. This will ensure 
that your functions have sufficient runtime. You 
may eliminate the possibility of malicious code 
being injected into your application by using 
serverless function timeouts to remove any 

window of vulnerability that may exist. You 
should also pay attention to the runtime that you 
assign. Developers have a tendency to go with 
the maximum duration available, which means 
that attackers get more time to do something 
malicious. Paying attention to the runtime that 
you assign is important[79, 80]. 
 
In order to avoid being dependent on a third 
party, you should implement a rigorous process 
to check the originality and dependability of your 
sources. In addition, if you want the safest code 
possible at that time, you should make sure that 
you are using the most recent version of each 
component that comes from an open-source 
code. When employing open-source 
components, one of the most important best 
practices is to ensure that they are always kept 
up to date [81-83].  
 
When it comes to managing secrets effectively, 
you need to pay careful attention to sensitive 
credentials like API keys. It is a best practice to 
include period evaluation in configuration files or 
to make use of a secrets scanning tool such as 
Spectral to automate this procedure for you. 
Either option is acceptable [84, 85].  
 
Implement security not only during the testing 
phase of the SDLC but throughout the entire 
process. You will be able to cut down on 
operational costs and minimize delays if you 
include security at every level of the development 
process. In addition, the ongoing examination will 
point out any security flaws and areas that 
require the implementation of stringent protection 
procedures [86, 87]. 
 

2.7 What Is Serverless Computing? 
 
Serverless computing is a novel paradigm in 
which application developers do not need to 
maintain servers. Instead, they deploy code as 
functions, and servers are assigned based on 
demand. This frees application developers from 
the burden of managing servers. It makes use of 
the Function-as-a-Service (FaaS) architecture, 
which is a sort of cloud computing that                 
enables programmers to easily package and 
distribute their code without having to deal with 
the necessary server infrastructure. An event-
driven computing execution architecture is what 
FaaS is. In this architecture, developers                
design logic that is then deployed in                 
containers that are fully controlled by a             
platform, and the logic is then done on demand 
[88, 89]. 
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Fig. 2. A journey towards Serverless computing 
 
The servers are abstracted away from the 
application development process in serverless 
computing, and the duty for provisioning, 
maintaining, and scaling the server infrastructure 
is taken on by the cloud provider in response to 
the code events that are deployed. Once they 
have been launched, serverless programs 
automatically adjust to demand and scale up and 
down in response to changing requirements. 
Serverless products offered by public cloud 
providers are frequently subjected to event-
driven execution and on-demand metered pricing 
models. Because of this, the use of a serverless 
function does not incur any expenses when it is 
not being utilized. A database, user 
authentication, a web server, a security token 
service (STS), and Lambda functions are some 
of the components that might make up an 
example of a serverless system solution. The 
most well-known instances of Functions as a 
Service are provided by Google Cloud Functions, 
Microsoft Azure Functions, and Amazon Lambda 
respectively [90, 91]. 
 
The capacity of serverless technology to speed 
up the process of software development is one of 
the primary reasons why its implementation has 
become more widespread in recent years. It 
makes it possible for developers to delegate the 
maintenance of server infrastructure to a Cloud 
Service Provider (CSP), who is then responsible 

for taking care of the application functionality. 
However, the fact that the cloud service provider 
(CSP) is only responsible for the security of the 
cloud and not the security in the cloud is the 
most significant challenge for serverless 
architectures. This indicates that the serverless 
application is not only remains vulnerable to the 
dangers and flaws that are experienced by 
traditional programs, but it is also subject to the 
security difficulties that are specific to the design 
of serverless applications. Developers of 
serverless applications need to take 
responsibility for their apps by implementing 
identity and access management (IAM), resource 
configuration, and the protection of code 
functions and libraries [92, 93]. 
 

3. SERVERLESS SECURITY RISKS 
 

3.1 Increased Attack Surfaces 
 

The input data that serverless functions use 
comes from a wide number of event sources. 
These sources include HTTP APIs, cloud 
storage, IoT device connections, and queues. 
This considerably expands the surface area that 
might be exploited by attackers, as some of 
these components may contain untrusted 
communication formats that the typical 
application layer protection would not be able to 
thoroughly examine. If the separate 
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vulnerabilities of the connection links that are 
utilized to fetch input data (such as protocols, 
vectors, and functions), can be exploited, then 
those connection linkages could be used as 
points of attack [94, 95]. 
 

3.2 Security Misconfiguration 
 

Serverless apps are vulnerable to cyber assaults 
because cloud service providers often give 
insecure setups in the settings and functionalities 
they provide for their customers. For instance, 
denial-of-service assaults, also known as DoS 
attacks, frequently take place in serverless 
applications due to incorrectly specified timeout 
settings between the functions and the host. In 
these attacks, the low concurrent limitations are 
used as entry points into the program to carry out 
the attack. Attackers are also able to take 
advantage of the function linkages by interjecting 
the function calls, which causes the function 
events to take far longer to complete than 
anticipated. This opens the door for Denial-of-
Wallet (DoW) attacks and drives up the cost of 
the serverless function. DoW attacks are also 
caused by the leakage of sensitive data, which 
can occur when unprotected functionalities from 
public repositories (such as GitHub and S3 
buckets) are used. This is due to the fact that 
attackers take use of functions that are available 
to the public that include unprotected secrets and 
keys that are hardcoded in the code [96-98]. 
 

3.3 Broken Authentication 
 

Serverless apps do not store state information, 
and the use of microservices in their architecture 
leaves the various movable pieces of the 
independent processes vulnerable to 
authentication failure. For instance, in an 
application that contains hundreds of serverless 
functions, if the authentication for just one of 
those functions is handled incorrectly, it will have 
repercussions for the remainder of the program. 
Attackers could zero in on a single function to get 
access to the system using a variety of ways, 
including automated brute force attacks and 
dictionary attacks [99-101]. 
 

3.4 The Threat of Over-Privileged 
Functions 

 
The serverless ecosystem is dependent on a 
large number of autonomous services, and each 
of these tasks has its own set of responsibilities 
and permissions. The significant amount of 
interaction that takes place between functions 
might occasionally result in functions being 

overprivileged in their rights. For example, due to 
the fact that actors are able to see it, a function 
that continuously consults the database and 
changes other functions could represent a 
significant security concern [102, 103]. 
 

4. SERVERLESS SECURITY BEST 
PRACTICES 

 

4.1 Use API Gateways as Security Buffers 
 

Using API HTTPS endpoint gateways is one 
strategy for preventing event-data injection in 
serverless apps. This strategy involves 
separating data from functions. An application 
programming interface (API) gateway will serve 
as a security buffer due to the fact that data will 
be retrieved from a wide variety of sources. This 
separation between app users on the client-side 
and serverless services on the backend will be 
created by the API gateway. This decreases the 
area that can be exploited by an attacker by 
offering multiple security checks through the use 
of a reverse proxy. When you use HTTPs 
endpoints, you are able to exploit inherent 
security protocols, such as data encryption and 
the key management provided by your provider. 
These protocols are beneficial since they assist 
in protecting the sensitive data, environment 
variables, and stored data [104, 105]. 
 

4.2 Data Separation and Secure 
Configurations 

 

You should implement preventative measures, 
such as code scanning, the separation of 
commands and queries, and the identification of 
any exposed secret keys or unlinked triggers, 
and then configure these measures such that 
they correspond to the CSP's best practices for 
serverless applications. Doing so will help you 
avoid denial of service attacks. To prevent 
execution calls from being disrupted by DoS 
attackers, function timeouts should be reduced to 
their bare minimum [106]. 
 

4.3 Dealing with Insecure Authentication 
 

Implementing numerous specialized access 
control and authentication services is required if 
you want to reduce the likelihood of your 
authentication being compromised. You can 
make authentication more difficult to circumvent 
by utilizing the access control solutions provided 
by the CSP. These options include OAuth, OIDC, 
SAML, OpenID Connect, and multi-factor 
authentication (also known as MFA). Additionally, 
you have the ability to implement unique 
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password complexity criteria and restrictions with 
regard to length and character type, which 
makes it difficult for hackers to crack your 
passwords [107, 108].  
 

4.4 Sufficient Serverless Monitoring and 
Logging 

 
You will need to make an investment in a 
comprehensive observability and monitoring 
solution in order to obtain in-depth visibility into 
all of the functions contained within a serverless 
application. Because it does not cover the 
application layer, relying exclusively on the 
logging and monitoring capabilities supplied by 
the CSP is not enough to ensure adequate 
security. The application event data that is 
contained within it is vulnerable to security 
breaches, and if it is not constantly watched, it 
could serve as a potential entry point for 
assaults. This is a significant danger that cannot 
be ignored [109, 110]. 
 

4.5 Minimize Privileges 
 
The separation of functions from one another 
and the limitation of the interactions between 
them through the use of IAM roles provisioned on 
their rights is the recommended method for 
reducing the number of privileges in 
independently operating functions. This could 
also be accomplished by ensuring that the 
program is executed with the bare minimum 
number of permissions necessary to carry out an 
event correctly [111, 112]. 
 

4.6 Separate Application Development 
Environments 

 
The concept of separating the multiple 
environments into staging, development, and 
production is one of the most effective ways to 
provide continuous development, integration, and 
deployment (CI/CD), which is one of the finest 
development practices. This guarantees that 
effective vulnerability management is prioritized 
at each and every level of the development 
process before moving on to the next version of 
the code. Additionally, it ensures ongoing               
testing and improvement of the program through 
patch priority, safeguarding updates, and             
finding vulnerabilities, which enables            
developers to keep one step ahead of attackers 
[113, 114]. 
 

5. STAYING AHEAD OF SERVERLESS 
SECURITY RISKS WITH SYSDIG 

 
It is impossible to overstate the level of popularity 
that abstraction has among cloud agent models 
due to the growing adoption of cloud platforms 
and serverless architecture. Within the serverless 
environment, the utilization of virtual images and 
containers (such EKS and ECS) as host 
machines is continually expanding. Container 
security, on the other hand, is the most difficult 
aspect of the containerization process. Container 
security refers to the process of ensuring that 
security protocols are applied in order to 
safeguard the underlying infrastructure, runtime, 
and data in container applications [115]. Falco 
was developed by Sysdig in order to facilitate the 
acceleration of innovation and the increase of 
standardization in the Container-as-a-Service 
(Caas) industry. Falco assists in the detection of 
threats across containers, cloud-native hosts, 
and Kubernetes. In addition, Sysdig has 
developed serverless agents with the assistance 
of AWS Fargate to make the Container-as-a-
Service model more user-friendly and simpler to 
monitor for the occurrence of security events 
within the containers. This was accomplished. 
The entirety of Sysdig's product catalog will 
assist in resolving the majority of the serverless 
security issues outlined above and will guide you 
through the process of implementing the ideal 
procedures for a flawless serverless solution 
[116]. 
 

Guidelines that should be followed in order to 
improve the safety of serverless applications 
 

5.1 Ensure the Confidentiality of 
Sensitive Information 

 
Encrypt every piece of data and utilize a trusted 
storage method for your credentials. Conduct a 
review of the roles and permissions that have 
been assigned to the various users, third parties, 
and application operations. In addition to this, 
you need make custom roles according to the 
requirements and assign those roles to the 
functions. 
 

5.2 Include a Plan for Handling Incidents 
in Your System 

 
It is absolutely necessary to put an incident 
response plan into action in order to be able to  
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Fig. 3. Serverless pros and cons 
 
recognize the early warning indications of an 
assault. This helps to uncover concerns earlier 
so that they can be resolved in accordance with 
their severity. This ensures that the application is 
protected. 
 

5.3 Ensure that Appropriate Security 
Logs are Kept 

 

Your application's level of protection relies 
heavily on its ability to maintain accurate 
monitoring and security logging. The                 
vendors of cloud services each have their               
own set of recommendations to solve this 
problem. 
 

5.4 Dependencies on Outside Parties 
 

It is advisable to get rid of dependencies that 
aren't necessary. Priority should be given to the 
ongoing monitoring and upgrading of the 
framework's, libraries', and other                 
dependencies' versions, as well as the creation 
of security patches for earlier versions                   
of the dependencies' frameworks and libraries 
[117]. 

6. CONCLUSION 
 
The process of deploying and delivering software 
has continued to advance, particularly ever since 
the introduction of reasonably priced and 
dependable cloud hosting. There has been an 
explosive development in the number of 
businesses "going serverless," which is a terrific 
approach to create scalable apps thanks to the 
serverless designs that provide this great way. 
Having said that, additional caution is necessary. 
Due to the fact that this model of providing 
security is based on shared responsibility, all 
parties involved should be aware of what it is that 
they are responsible for securing. 
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